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What if we want to find the shortest path?

```
procedure \(\operatorname{BFS}\left(V, E, v_{0}\right)\)
    \(A(v)=\{u \mid(v, u) \in E\} \quad \triangleright\) Adjacency list
    \(D \leftarrow\{\infty\} \quad \triangleright\) Distances to vertices
    \(Q \leftarrow[] \quad \triangleright\) Queue of vertices
    \(D\left[v_{0}\right] \leftarrow 0, \operatorname{Push}\left(Q, v_{0}\right)\)
    while not \(\operatorname{IsEmpty}(Q)\) do
        \(v \leftarrow \operatorname{Pop}(Q)\)
        for \(u \leftarrow A(v)\) do \(\quad \triangleright\) Check adjacent vertices
            if \(D[u]=\infty\) then \(\quad \triangleright\) If not seen yet. . .
                \(D[u] \leftarrow D[v]+1 \quad \triangleright\) Update distance
                \(\operatorname{PuSh}(Q, u) \quad \triangleright\) Put to queue
            end if
        end for
    end while
end procedure
```
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        \(v \leftarrow \operatorname{Pop}(Q)\)
        for \(u \leftarrow A(v)\) do \(\quad \triangleright\) Check adjacent vertices
            if \(D[u]=\infty\) then \(\quad \triangleright\) If not seen yet. . .
                \(D[u] \leftarrow D[v]+1 \quad \triangleright\) Update distance
                \(\operatorname{PuSH}(Q, u) \quad \triangleright\) Put to queue
            end if
        end for
    end while
end procedure
```

Queue: []


```
procedure \(\operatorname{BFS}\left(V, E, v_{0}\right)\)
    \(A(v)=\{u \mid(v, u) \in E\}\)
    \(D \leftarrow\{\infty\}\)
    \(Q \leftarrow[]\)
    \(D\left[v_{0}\right] \leftarrow 0, \operatorname{Push}\left(Q, v_{0}\right)\)
    while not \(\operatorname{IsEmpty}(Q)\) do
        \(v \leftarrow \operatorname{Pop}(Q)\)
        for \(u \leftarrow A(v)\) do \(\quad \triangleright\) Check adjacent vertices
            if \(D[u]=\infty\) then \(\quad \triangleright\) If not seen yet. . .
                \(D[u] \leftarrow D[v]+1 \quad \triangleright\) Update distance
                \(\operatorname{PuSh}(Q, u) \quad \triangleright\) Put to queue
            end if
        end for
    end while
end procedure
```

Queue: []


Running time: $O(|V|+|E|)$ when using adjacency list, $O\left(|V|^{2}\right)$ for adjacency matrix
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [C]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [FC]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [EFC]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [EF]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [EF]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [EF]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [E]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [E]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [H]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail
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0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [H]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [H]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: [H]


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []


0-1 BFS: an extension to Breadth First Search to support edge lengths of 0 and 1

- For edge length 1, push the vertex to the head of the queue
- For edge length 0 , push the vertex to the tail of the queue
- ....assuming the vertices are popped from the tail

Queue: []

procedure $\operatorname{BFSOK}\left(V, E, K, v_{0}\right)$
$A(v)=\{(u,|(v, u)|) \mid(v, u) \in E\}$
$Q \leftarrow(K+1) \cdot[]$
$D \leftarrow\{\infty\}$
$d \leftarrow 0, \Sigma \leftarrow 0$
$D\left[v_{0}\right] \leftarrow 0, \operatorname{Push}\left(Q[0], v_{0}\right), \Sigma \leftarrow \Sigma+1$
while $\Sigma>0$ do
while $\operatorname{IsEmpty}(Q[d \bmod (K+1)])$ do $d \leftarrow d+1$ end while
$v \leftarrow \operatorname{Pop}(Q[d \bmod (K+1)]), \Sigma \leftarrow \Sigma-1$
for $(u, s) \leftarrow A(v)$ do
if $D[u]>d+s$ then
if $D[u]<\infty$ then
$\operatorname{Remove}(Q[D[u] \bmod (K+1)], u), \Sigma \leftarrow \Sigma-1$
end if
$D[u] \leftarrow d+s$
$\operatorname{Push}(Q[(d+s) \bmod (K+1)], u), \Sigma \leftarrow \Sigma+1$
end if
end for
end while
end procedure

